**Java’s Lineage**

Java is related to C++, which is a direct descendant of C. Much of the character of Java is inherited from these two languages. From C, Java derives its syntax. Many of Java’s object-oriented features were influenced by C++. In fact, several of Java’s defining characteristics come from—or are responses to—its predecessors. As you will see, each innovation in language design was driven by the need to solve a fundamental problem that the preceding languages could not solve. Java is the outcome of the same terminology.

which was initiated by James Gosling and released in 1995developed by [Sun Microsystems](https://en.wikipedia.org/wiki/Sun_Microsystems) as Java 1.0,

Java programming language was originally developed by Sun Microsystems

which was later acquired by the [Oracle Corporation](https://en.wikipedia.org/wiki/Oracle_Corporation),

On November 13, 2006, Sun Microsystems made the bulk of its implementation of Java available under the [GNU General Public License](https://en.wikipedia.org/wiki/GNU_General_Public_License) (GPL).

As of December 2008, the latest release of the Java Standard Edition is 6 (J2SE).

The latest version only supported version as of 2016.

that provides a system for developing [application software](https://en.wikipedia.org/wiki/Application_software) and deploying it in a [cross-platform](https://en.wikipedia.org/wiki/Cross-platform) computing environment. Java is used in a wide variety of [computing platforms](https://en.wikipedia.org/wiki/Computing_platform) from [embedded devices](https://en.wikipedia.org/wiki/Embedded_device) and [mobile phones](https://en.wikipedia.org/wiki/Mobile_phone) to [enterprise servers](https://en.wikipedia.org/wiki/Enterprise_server) and [supercomputers](https://en.wikipedia.org/wiki/Supercomputer). While they are less common than standalone Java applications, [Java applets](https://en.wikipedia.org/wiki/Java_applet) run in secure, [sandboxed](https://en.wikipedia.org/wiki/Sandbox_%28computer_security%29) environments to provide many features of native applications and can be embedded in [HTML](https://en.wikipedia.org/wiki/HTML) pages

is Java 8, the

**Java’s Past, Present, and Future**

The Java language was developed at Sun Microsystems in 1991 as part of a research project to

develop software for consumer electronics devices—television sets, VCRs, toasters, and the

other sorts of machines you can buy at any department store. Java’s goals at that time were to

be small, fast, efficient, and easily portable to a wide range of hardware devices. It is those same

goals that made Java an ideal language for distributing executable programs via the World Wide

Web, and also a general-purpose programming language for developing programs that are easily

usable and portable across different platforms.

The Java language was used in several projects within Sun, but did not get very much commercial

attention until it was paired with HotJava. HotJava was written in 1994 in a matter of months,

both as a vehicle for downloading and running applets and also as an example of the sort of

complex application that can be written in Java.

At the time this book is being written, Sun has released the beta version of the Java Developer’s

Kit (JDK), which includes tools for developing Java applets and applications on Sun systems

running Solaris 2.3 or higher for Windows NT and for Windows 95. By the time you read this,

support for Java development may have appeared on other platforms, either from Sun or from

third-party companies.

Note that because the JDK is currently in beta, it is still subject to change between now and when

it is officially released. Applets and applications you write using the JDK and using the examples

in this book may require some changes to work with future versions of the JDK. However,

because the Java language has been around for several years and has been used for several projects,

the language itself is quite stable and robust and most likely will not change excessively. Keep

this beta status in mind as you read through this book and as you develop your own Java

programs.

Support for playing Java programs is a little more confusing at the moment. Sun’s HotJava is

not currently included with the Beta JDK; the only available version of HotJava is an older alpha

version, and, tragically, applets written for the alpha version of Java do not work with the beta

JDK, and vice versa. By the time you read this, Sun may have released a newer version of HotJava

which will enable you to view applets.

The JDK does include an application called appletviewer that allows you to test your Java applets

as you write them. If an applet works in the appletviewer, it should work with any Java-capable

browser. You’ll learn more about applet viewer later today.

What’s in store for the future? In addition to the final Java release from Sun, other companies

have announced support for Java in their own World Wide Web browsers. Netscape Communications

Corporation has already incorporated Java capabilities into the 2.0 version of their very

popular Netscape Navigator Web browser—pages with embedded Java applets can be viewed

and played with Netscape. With support for Java available in as popular a browser as Netscape, tools to help develop Java applications (debuggers, development environments, and so on) most

likely will be rapidly available as well.

There are 3 levels of Java.

a. J2SE - Java 2 Standard Edition (Core Java)

b. J2EE - Java 2 Enterprise Edition (Adv. Ent. Java)

b. J2ME - Java 2 Micro Edition (java for mobile and hand held devices)

**Java characteristics & features**

**11 Features of Java Programming Language**

There is given many features of java. They are also known as java buzzwords. The Java Features given below are simple and easy to understand.

1. Simple
2. Object-Oriented
3. Platform independent
4. Secured
5. Robust
6. Architecture neutral
7. Portable
8. Dynamic
9. Interpreted
10. High Performance
11. Multithreaded
12. Distributed

**Simple**

|  |
| --- |
| According to Sun, Java language is simple because: |
| * Most of the concepts and Syntax is based on C++ thus simple for programmers to learn it after C++. * Java is Easy to write and more readable and eye catching. * It removed many confusing and / or rarely used features e.g., explicit pointers, operator overloading, etc. |
| * Java has a concise, cohesive set of features that makes it easy to learn and use. |
| * No need to remove unreferenced objects because there is Automatic Garbage Collection in java. |

**Object-oriented**

|  |
| --- |
| * Java programming is object-oriented programming language. * Like C++ java provides most of the object oriented features. * Object-oriented means we organize our software as a combination of different types of objects that incorporates both data and behavior. |
| * Object-oriented programming (OOPs) is a methodology that simplify software development and maintenance by providing some rules. * Java is pure OOP. Language. (while C++ is semi object oriented) |
| Basic concepts of OOPs are: |
| 1. Object 2. Class 3. Inheritance 4. Polymorphism 5. Abstraction 6. Encapsulation |

**Platform Independent**

|  |
| --- |
| A platform is the hardware or software environment in which a program runs. There are two types of platforms software-based and hardware-based. Java provides software-based platform. The Java platform differs from most other platforms in the sense that it's a software-based platform that runs on top of other hardware-based platforms. It has two components:   1. Runtime Environment 2. API(Application Programming Interface) |

|  |
| --- |
| java is platform independent  Java code can be run on multiple platforms e.g. Windows, Linux, Sun Solaris, Mac/OS etc. Java code is compiled by the compiler and converted into bytecode. This bytecode is a platform independent code because it can be run on multiple platforms i.e. the main concept is “Write Once and Run Any Where (WORA)”. |

**Secured**

|  |
| --- |
| Java is secured because: |
| * No explicit pointer * Programs run inside virtual machine sandbox. |

|  |  |
| --- | --- |
| how java is secured | how java is secured |

|  |
| --- |
| * **Classloader-** adds security by separating the package for the classes of the local file system from those that are imported from network sources. * **Bytecode Verifier-** checks the code fragments for illegal code that can violate access right to objects. * **Security Manager-** determines what resources a class can access such as reading and writing to the local disk. |
| These security are provided by java language. Some security can also be provided by application developer through SSL, JAAS, cryptography etc. |

**Robust**

|  |
| --- |
| Robust simply means strong. Java uses strong memory management. There are lack of pointers that avoids security problem. There is automatic garbage collection in java. There is exception handling and type checking mechanism in java. All these points makes java robust. |

**Architecture-neutral**

|  |
| --- |
| There is no implementation dependent features e.g. size of primitive types is set. |

**Portable**

|  |
| --- |
| We may carry the java bytecode to any platform. |

**High-performance**

|  |
| --- |
| Java is faster than traditional interpretation since byte code is "close" to native code still somewhat slower than a compiled language (e.g., C++) |

**Distributed**

|  |
| --- |
| We can create distributed applications in java. RMI and EJB are used for creating distributed applications. We may access files by calling the methods from any machine on the internet. |

**Multi-threaded**

A thread is like a separate program, executing concurrently. We can write Java programs that deal with many tasks at once by defining multiple threads. The main advantage of multi-threading is that it shares the same memory. Threads are important for multi-media, Web applications etc.

## JDK (Java Development Kit)

JDK contains everything that will be required to ***develop and run*** Java application.

## JRE (Java Run time Environment)

JRE contains everything required to ***run*** Java application which has already been compiled. It doesn’t contain the code library required to develop Java application.

## JVM (Java Virtual Machine)

JVM is a virtual machine which work on top of your operating system to provide a recommended environment for your compiled Java code. JVM only works with bytecode. Hence you need to compile your Java application(.java) so that it can be converted to bytecode format (also known as the .class file). Which then will be used by JVM to run application. JVM only provide the environment It needs the Java code library to run applications.

Data Types or **Types :**  
  
The Java programming language has many built in data types. These are classified into two broad categories

1. Primitive Types
2. Reference Data Type

Primitive types are simple values and not objects. reference types are used for more complex types, includeing all types that we declare ourselves.

**The Primitive Types**

Java defines eight *primitive* types of data: **byte**, **short**, **int**, **long**, **char**, **float**, **double**, and

**boolean**. The primitive types are also commonly referred to as *simple* types. These can be put in four groups:

**• Integers** This group includes **byte**, **short**, **int**, and **long**, which are for whole-valued signed numbers. The most commonly used integer type is **int**. Variables of type **int** are often employed to

control loops, to index arrays, and to perform general-purpose integer math.

**• Floating-point numbers** This group includes **float** and **double**, which represent numbers with fractional precision.

There are two kinds of floating-point types, **float** and **double**, which represent

single- and double-precision numbers, respectively. Type **float** is 32 bits wide and type **double**

is 64 bits wide.

Ex.

// Compute the area of a circle.

class Area {

public static void main(String args[]) {

double pi, r, a;

r = 10.8; // radius of circle

pi = 3.1416; // pi, approximately

a = pi \* r \* r; // compute area

System.out.println("Area of circle is " + a);

}

}

**• Characters** This group includes **char**, which represents symbols in a character set, like letters and numbers. In Java, characters are not 8-bit quantities like they are in most other computer languages.

A character variable can be assigned a value by enclosing the character in single quotes.

For example, this assigns the variable **ch** the letter X:

char ch;

ch = 'X';

Ex.

// Demonstrate char data type.

class CharDemo {

public static void main(String args[]) {

char ch1, ch2;

ch1 = 88; // code for X

ch2 = 'Y';

System.out.print("ch1 and ch2: ");

System.out.println(ch1 + " " + ch2);

}

}

Output:

ch1 and ch2: X Y

**• Boolean** This group includes **boolean**, which is a special type for representing true/false values.

Java defines the values true and false using the

reserved words **true** and **false**.

Ex.

// Demonstrate boolean values.

class BoolTest {

public static void main(String args[]) {

boolean b;

b = false;

System.out.println("b is " + b);

b = true;

System.out.println("b is " + b);

// a boolean value can control the if statement

if(b) System.out.println("This is executed.");

b = false;

if(b) System.out.println("This is not executed.");

// outcome of a relational operator is a boolean value

System.out.println("10 > 9 is " + (10 > 9));

}

}

Output:

b is false

b is true

This is executed.

10 > 9 is true

Reference Data Types:

Reference variables are created using defined constructors of the classes. They are used to access objects.

These variables are declared to be of a specific type that cannot be changed. For example, Employee, Puppy,

etc.

Class objects and various types of array variables come under reference data type.

Default value of any reference variable is null.

A reference variable can be used to refer to any object of the declared type or any compatible type.

Example: Animal animal = new Animal("giraffe");

**Identifiers:**

All components in the Java program require names as their identity. The main components are classes, variables and methods and the Names used to identify them are called identifiers.

**Rules for using Java Identifiers:**

All identifiers should begin with alphabets (both upper case and lower case are allowed e.g. A to Z or a to z) or special characters i.e. currency character ($) or an underscore (\_).

After the first character, identifiers can have any combination of characters.

A keyword cannot be used as an identifier.

Most importantly identifiers are case sensitive.

Example: Valid identifiers: age, $salary, \_value

Invalid identifiers: 123abc, -salary

**Escape Sequences**

A character preceded by a backslash (\) is an *escape sequence* and has special meaning to the compiler. When an escape sequence is encountered in a print statement, the compiler interprets it accordingly.

The following table shows the Java escape sequences:

|  |  |
| --- | --- |
| **Escape Sequences** | |
| **Escape Sequence** | **Description** |
| \t | Insert a tab in the text at this point. |
| \b | Insert a backspace in the text at this point. |
| \n | Insert a newline in the text at this point. |
| \r | Insert a carriage return in the text at this point. |
| \f | Insert a formfeed in the text at this point. |
| \' | Insert a single quote character in the text at this point. |
| \" | Insert a double quote character in the text at this point. |
| \\ | Insert a backslash character in the text at this point. |

Input

//beginners guide

There is no direct parallel to the very convenient

**println( )** method, for example, that allows you to read various types of data entered by the

user. Frankly, Java’s approach to console input is not as easy to use as one might like. Also,

most real-world Java programs and applets will be graphical and window based, not console

based. For these reasons, not much use of console input is found in this book. However, there

is one type of console input that *is* easy to use: reading a character from the keyboard. Since

several of the examples in this module will make use of this feature, it is discussed here.

The easiest way to read a character from the keyboard is to call **System.in.read( )**.

**System.in** is the complement to **System.out**. It is the input object attached to the keyboard.

The **read( )** method waits until the user presses a key and then returns the result. The character

is returned as an integer, so it must be cast into a **char** to assign it to a **char** variable. By default,

console input is line buffered, so you must press ENTER before any character that you type will

be sent to your program. Here is a program that reads a character from the keyboard:

**Java I/O system**

Java I/O system is based upon a hierarchy of classes, it was not possible to present its theory and details without first discussing classes, inheritance, and exceptions.

Java’s I/O system is quite large, containing many classes, interfaces, and methods.

The reason for its size is that Java defines two complete I/O systems: one for byte I/O and the other for character I/O.

Java’s I/O system is cohesive and consistent; once you understand its fundamentals, the rest of the I/O system is easy to master.

most real applications of Java will not be text-based, console programs. Rather, they will be graphically oriented

programs, such as applets, that rely upon a windowed interface for interaction with the user.

* Java’s I/O Is Built upon Streams

Java programs perform I/O through streams. A *stream* is an abstraction that either produces

or consumes information. With stream the same I/O classes and methods can be applied to any type of device. For

example, the same methods that you use to write to the console can also be used to write to

a disk file. Java implements streams within class hierarchies defined in the **java.io** package.

Byte Streams and Character Streams

Modern versions of Java define two types of streams: byte and character. (The original version

of Java defined only the byte stream, but character streams were quickly added.)

Byte streams

provide a convenient means for handling input and output of bytes. They are used, for example,

when reading or writing binary data. They are especially helpful when working with files.

Character streams are designed for handling the input and output of characters. They use

Unicode and, therefore, can be internationalized. Also, in some cases, character streams are

more efficient than byte streams.

**Note:** At the lowest level, all I/O is still byte-oriented. The character-based streams simply provide a convenient and efficient means for handling characters.

Naming conventions in java

## Naming conventions in java

|  |  |
| --- | --- |
| **Name** | **Convention** |
| class name | should start with uppercase letter and be a noun e.g. String, Color, Button, System, Thread etc. |
| interface name | should start with uppercase letter and be an adjective e.g. Runnable, Remote, ActionListener etc. |
| method name | should start with lowercase letter and be a verb e.g. actionPerformed(), main(), print(), println() etc. |
| variable name | should start with lowercase letter e.g. firstName, orderNumber etc. |
| package name | should be in lowercase letter e.g. java, lang, sql, util etc. |
| constants name | should be in uppercase letter. e.g. RED, YELLOW, MAX\_PRIORITY etc. |
|  |  |

**Keywords / Reserve Words in JAVA**

There are some words that you cannot use as object or variable names in a Java program. These words are known as “reserved” words; they are keywords that are already used by the syntax of the [Java programming](http://java.about.com/od/gettingstarted/fl/How-Do-I-Start-Learning-Java.htm) language.

**The table below lists all the words that are reserved:**

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| abstract | assert | boolean | break | byte | case |
| catch | char | class | const\* | continue | default |
| double | do | else | enum | extends | false |
| final | finally | float | for | goto\* | if |
| implements | import | instanceof | int | interface | long |
| native | new | null | package | private | protected |
| public | return | short | static | strictfp | super |
| switch | synchronized | this | throw | throws | transient |
| true | try | void | volatile | while |  |

For example, if you try and create a [new class](http://java.about.com/od/c/g/Class.htm) and name it using a [reserved word](http://javascript.about.com/od/reference/g/greserved.htm):

// you can't use finally as it's a reserved word!

class finally {

   public static void main(String[] args) {

      //class code..

   }

}

It will not compile, instead you will get the following error:

<identifier> expected

**Variables**

The variable in JAVA program work as the basic unit of storage. A variable is defined by the combination of an identifier, a type, a scope and an optional initializer. The scope of the variable defines their visibility, and a lifetime.

In Java, all variables must be declared before they can be used.

Syntax for declaring variables is:

*datatype identifier* [ = *value* ][, *identifier* [= *value* ] …];

Here, *type* is one of Java’s atomic types, or the name of a class or interface. (Class and

interface types are discussed later in Part I of this book.) The *identifier* is the name of the

variable. You can initialize the variable by specifying an equal sign and a value. Keep in

mind that the initialization expression must result in a value of the same (or compatible)

type as that specified for the variable. To declare more than one variable of the specified type,

use a comma-separated list.

Here are several examples of variable declarations of various types. Note that some

include an initialization.

int a, b, c; // declares three ints, a, b, and c.

int d = 3, e, f = 5; // declares three more ints, initializing

// d and f.

byte z = 22; // initializes z.

double pi = 3.14159; // declares an approximation of pi.

char x = 'x'; // the variable x has the value 'x'.

The identifiers that you choose have nothing intrinsic in their names that indicates

their type. Java allows any properly formed identifier to have any declared type.

**Types and Scope of the Variable**

There are three kinds of variables in Java:

• Local variables

• Instance variables

• Class/static variables

Local variables:

• Local variables are declared in methods, constructors, or blocks.

• Local variables are created when the method, constructor or block is entered and the variable will be destroyed

once it exits the method, constructor or block.

• Access modifiers cannot be used for local variables.

Local variables are visible only within the declared method, constructor or block.

• Local variables are implemented at stack level internally.

• There is no default value for local variables so local variables should be declared and an initial value should be

assigned before the first use.

Example:

Here, *age* is a local variable. This is defined inside *pupAge()* method and its scope is limited to this method only.

public class Test{

public void pupAge(){

int age = 0;

age = age + 7;

System.out.println("Puppy age is : " + age);

}

public static void main(String args[]){

Test test = new Test();

test.pupAge();

}

}

This would produce the following result:

Puppy age is: 7

Example:

Following example uses *age* without initializing it, so it would give an error at the time of compilation.

public class Test{

public void pupAge(){

int age;

age = age + 7;

System.out.println("Puppy age is : " + age);

}

public static void main(String args[]){

Test test = new Test();

test.pupAge();

}

}

This would produce the following error while compiling it:

Test.java:4:variable number might not have been initialized

age = age + 7;

^

1 error

Instance

variables:

• Instance variables are declared in a class, but outside a method, constructor or any block.

When a space is allocated for an object in the heap, a slot for each instance variable value is created.

• Instance variables are created when an object is created with the use of the keyword 'new' and destroyed when

the object is destroyed.

• Instance variables hold values that must be referenced by more than one method, constructor or block, or

essential parts of an object's state that must be present throughout the class.

• Instance variables can be declared in class level before or after use.

• Access modifiers can be given for instance variables.

• The instance variables are visible for all methods, constructors and block in the class. Normally, it is

recommended to make these variables private (access level). However visibility for subclasses can be given for

these variables with the use of access modifiers.

• Instance variables have default values. For numbers the default value is 0, for Booleans it is false and for object

references it is null. Values can be assigned during the declaration or within the constructor.

• Instance variables can be accessed directly by calling the variable name inside the class. However within static

methods and different class ( when instance variables are given accessibility) should be called using the fully

qualified name . *ObjectReference.VariableName*.

Example:

import java.io.\*;

public class Employee{

// this instance variable is visible for any child class.

public String name;

// salary variable is visible in Employee class only.

private double salary;

// The name variable is assigned in the constructor.

public Employee (String empName){

name = empName;

}

// The salary variable is assigned a value.

public void setSalary(double empSal){

salary = empSal;

}

// This method prints the employee details.

public void printEmp(){

System.out.println("name : " + name );

System.out.println("salary :" + salary);

}

public static void main(String args[]){

Employee empOne = new Employee("Ransika");

empOne.setSalary(1000);

empOne.printEmp();

}

}

This would produce the following result:

name : Ransika

salary :1000.0

**Class/static variables:**

• Class variables also known as static variables are declared with the *static* keyword in a class, but outside a

method, constructor or a block.

• There would only be one copy of each class variable per class, regardless of how many objects are created

from it.

• Static variables are rarely used other than being declared as constants. Constants are variables that are

declared as public/private, final and static. Constant variables never change from their initial value.

• Static variables are stored in static memory. It is rare to use static variables other than declared final and used

as either public or private constants.

• Static variables are created when the program starts and destroyed when the program stops.

• Visibility is similar to instance variables. However, most static variables are declared public since they must be

available for users of the class.

• Default values are same as instance variables. For numbers, the default value is 0; for Booleans, it is false; and

for object references, it is null. Values can be assigned during the declaration or within the constructor.

Additionally values can be assigned in special static initializer blocks.

• Static variables can be accessed by calling with the class name . *ClassName.VariableName*.

• When declaring class variables as public static final, then variables names (constants) are all in upper case. If

the static variables are not public and final the naming syntax is the same as instance and local variables.

**Example:**

import java.io.\*;

public class Employee{

// salary variable is a private static variable

private static double salary;

// DEPARTMENT is a constant

public static final String DEPARTMENT = "Development ";

public static void main(String args[]){

salary = 1000;

System.out.println(DEPARTMENT+"average salary:"+salary);

}

}

This would produce the following result:

Development average salary:1000

**Operators**

Java provides a rich operator environment. These operators are used to manipulate variables. Most of its operators can be divided into the following four groups: arithmetic, bitwise, relational, and logical. Java also defines some additional operators that handle certain special situations.

Arithmetic Operators

Relational Operators

Bitwise Operators

Logical Operators

Assignment Operators

**Arithmetic Operators**

Arithmetic operators are used in mathematical expressions in the same way that they are used in algebra. The

following table lists the arithmetic operators:

Assume integer variable A holds 10 and variable B holds 20, then:

**Operator Result**

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| + Addition | Adds values on either side of the operator A + B | A + B will give 30 |
| - Subtraction | Subtracts right hand operand from left hand operand A - B | A - B will give -10 |
| \* Multiplication | Multiplies values on either side of the operator A \* B | A \* B will give 200 |
| / Division | Divides left hand operand by right hand operand B / A | B / A will give 2 |
| % Modulus | Divides left hand operand by right hand operand and returns remainder B % A | B % A will give 0 |

The Relational Operators:

There are following relational operators supported by Java language:

Assume variable A holds 10 and variable B holds 20, then:

|  |  |  |
| --- | --- | --- |
| **Operator** | **Description** | **Example** |
| == | Checks if the values of two operands are equal or not, if yes then condition becomes true. | (A == B) is not true. |
| != | Checks if the values of two operands are equal or not, if values are not equal then condition becomes true. | (A != B) is true. |
| > | Checks if the value of left operand is greater than the value of right operand, if yes then condition becomes true. | (A > B) is not true. |
| < | Checks if the value of left operand is less than the value of right operand, if yes then condition becomes true. | (A < B) is true. |
| >= | Checks if the value of left operand is greater than or equal to the value of right operand, if yes then condition becomes true. | (A >= B) is not true. |
| <= | Checks if the value of left operand is less than or equal to the value of right operand, if yes then condition becomes true. | (A <= B) is true. |

**The Bitwise Operators**

Java defines several *bitwise operators* that can be applied to the integer types: **long**, **int**, **short**, **char**, and **byte**. Bitwise operator works on bits and performs bit-by-bit operation. These operators act upon the individual bits of their operands.

Assume if a = 60; and b = 13; now in binary format

they will be as follows:

a = 0011 1100

b = 0000 1101

-----------------

a&b = 0000 1100

a|b = 0011 1101

a^b = 0011 0001

~a = 1100 0011

The following table lists the bitwise operators:

Assume integer variable A holds 60 and variable B holds 13, then:

|  |  |  |
| --- | --- | --- |
| **Operators** | **Description** | **Example** |
| & | Binary AND Operator copies a bit to the result if it  exists in both operands. | (A & B) will give 12 which is 0000 1100 |
| | | Binary OR Operator copies a bit if it exists in either  operand. | (A | B) will give 61 which is 0011 1101 |
| ^ | Binary XOR Operator copies the bit if it is set in  one operand but not both. | (A ^ B) will give 49 which is 0011 0001 |
| ~ | Binary Ones Complement Operator is unary and  has the effect of 'flipping' bits. | (~A ) will give -60 which is 1100 0011 |
| << | Binary Left Shift Operator. The left operands value  is moved left by the number of bits specified by  the right operand. | A << 2 will give 240 which is 1111 0000 |
| >> | Binary Right Shift Operator. The left operands  value is moved right by the number of bits  specified by the right operand. | A >> 2 will give 15 which is 1111 |
| >>> | Shift right zero fill operator. The left operands  value is moved right by the number of bits  specified by the right operand and shifted values  are filled up with zeros. | A >>>2 will give 15 which is 0000 1111 |

The Logical Operators:

Assume Boolean variables A holds true and variable B holds false, then:

|  |  |  |
| --- | --- | --- |
| **Operators** | **Description** | **Example** |
| && | Called Logical AND operator. If both the operands are non-zero, then the condition becomes true. | (A && B) is false. |
| || | Called Logical OR Operator. If any of the two operands are non-zero, then the condition becomes true. | (A || B) is true. |
| ! | Called Logical NOT Operator. Use to reverses the logical state of its operand. If a condition is true then Logical NOT operator will make false. | !(A && B) is true. |

The Assignment Operators

There are following assignment operators supported by Java language:

|  |  |  |
| --- | --- | --- |
| = | Simple assignment operator, Assigns values  from right side operands to left side operand | C = A + B will assign value of A + B into C |
| += | Add AND assignment operator, It adds right  operand to the left operand and assign the  result to left operand | C += A is equivalent to C = C + A |
| -= | Subtract AND assignment operator, It  subtracts right operand from the left operand  and assign the result to left operand | C -= A is equivalent to C = C - A |
| \*= | Multiply AND assignment operator, It multiplies  right operand with the left operand and assign  the result to left operand | C \*= A is equivalent to C = C \* A |
| /= | Divide AND assignment operator, It divides left  operand with the right operand and assign the  result to left operand | C /= A is equivalent to C = C / A |
| %= | Modulus AND assignment operator, It takes  modulus using two operands and assign the  result to left operand | C %= A is equivalent to C = C % A |
| <<= | Left shift AND assignment operator | C <<= 2 is same as C = C << 2 |
| >>= | Right shift AND assignment operator | C >>= 2 is same as C = C >> 2 |
| &= | Bitwise AND assignment operator | C &= 2 is same as C = C & 2 |
| ^= | bitwise exclusive OR and assignment operator | C ^= 2 is same as C = C ^ 2 |
| |= | bitwise inclusive OR and assignment operator | C |= 2 is same as C = C | 2 |

Conditional Operator (?:):

Conditional operator is also known as the ternary operator. This operator consists of three operands and is used to

evaluate Boolean expressions. The goal of the operator is to decide which value should be assigned to the variable.

The operator is written as:

Syntax:

variable x =(expression)? value iftrue: value iffalse

example:

public class Test{

public static void main(String args[]){

int a , b;

a =10;

b =(a ==1)?20:30;

System.out.println("Value of b is : "+ b );

b =(a ==10)?20:30;

System.out.println("Value of b is : "+ b );

}

}

This would produce the following result:

Value of b is:30

Value of b is:20

**Control Statements**

A programming language uses *control* statements to cause the flow of execution to advance and branch based on changes to the state of a program. Java’s program control statements can be put into the following categories: selection, iteration, and jump. *Selection* statements allow your program to choose different paths of execution based upon the outcome of an expression or the state of a variable. *Iteration* statements enable program execution to repeat one or more statements, that is, iteration statements form loops. *Jump* statements allow your program to execute in a nonlinear fashion.

1. **Java’s Selection Statements /** Java Decision Making

There are two types of decision making statements in Java. They are:

if statements

switch statements

These statements allow you to control the flow of your program’s execution based upon conditions known only during run time.

1. **if** Statement:

The **if** statement is Java’s conditional branch statement. It can be used to route program execution through two different paths.

Syntax:

if(condition)

{

//Statements will execute if the Boolean expression is true

}

Here, each *statement* may be a single statement or a compound statement enclosed in curly braces (that is, a *block*). The *condition* is any expression that returns a **boolean** value. If the Boolean expression evaluates to true, then the block of code inside the if statement will be executed. If not, the first set of code after the end of the if statement (if it exists after the closing curly brace) will be executed.

Some programmers find it convenient to include the curly braces when using the **if**, even when there is only one statement in each clause. This makes it easy to add another statement at a later date, and you don’t have to worry about forgetting the braces. In fact, forgetting to define a block when one is needed is a common cause of errors.

2. **if...else** Statement:

if statement can be followed by an optional *else* statement, which executes when the Boolean expression is false.

Syntax:

The syntax of an if...else is:

if(Boolean\_expression){

//Executes when the Boolean expression is true

}else{

//Executes when the Boolean expression is false

}

3. **if...else if...else** Statement (Ladder Structure):

An if statement can be followed by an optional *else if...else* statement, which is very useful to test various conditions

using single if...else if statement.

When using if, else if , else statements there are few points to keep in mind.

An if can have zero or one else's and it must come after any else if's.

An if can have zero to many else if's and they must come before the else.

Once an else if succeeds, none of the remaining else if's or else's will be tested.

Syntax:

The syntax of an if...else is:

if(Boolean\_expression1){

//Executes when the Boolean expression 1 is true

}elseif(Boolean\_expression2){

//Executes when the Boolean expression 2 is true

}elseif(Boolean\_expression3){

//Executes when the Boolean expression 3 is true

}else{

//Executes when the none of the above condition is true.

}

The **if** statements are executed from the top down. As soon as one of the conditions

controlling the **if** is **true**, the statement associated with that **if** is executed, and the rest of the ladder is bypassed. If none of the conditions is true, then the final **else** statement will be

executed. The final **else** acts as a default condition; that is, if all other conditional tests fail,

then the last **else** statement is performed. If there is no final **else** and all other conditions

are **false**, then no action will take place.

4. **Nested if...else** Statement:

It is always legal to nest if-else statements which means you can use one if or else if statement inside another if or else if statement.

Syntax:

The syntax for a nested if...else is as follows:

if(Boolean\_expression1){

//Executes when the Boolean expression 1 is true

if(Boolean\_expression2){

//Executes when the Boolean expression 2 is true

}

}

You can nest *else if...else* in the similar way as we have nested *if* statement.

**II. The switch Statement**:

The **switch** statement is Java’s multiway branch statement. It provides an easy way to dispatch execution to different parts of your code based on the value of an expression.

A *switch* statement allows a variable to be tested for equality against a list of values. Each value is called a case, and the variable being switched on is checked for each case.

Syntax:

The syntax of enhanced for loop is:

switch(expression){

case value :

//Statements

break;//optional

case value :

//Statements

break;//optional

//You can have any number of case statements.

default://Optional

//Statements

}

Each value specified in the **case** statements must be a unique constant expression (such as a literal value). Duplicate **case** values are not allowed. The type of each value must be compatible with the type of *expression*.

The **switch** statement works like this: The value of the expression is compared with each of

the values in the **case** statements. If a match is found, the code sequence following that **case**

statement is executed. If none of the constants matches the value of the expression, then the

**default** statement is executed. However, the **default** statement is optional. If no **case** matches

and no **default** is present, then no further action is taken.

The **break** statement is used inside the **switch** to terminate a statement sequence. When a

**break** statement is encountered, execution branches to the first line of code that follows the

entire **switch** statement. This has the effect of “jumping out” of the **switch**.

**The following rules apply to a switch statement:**

* The variable used in a switch statement can only be a byte, short, int, or char.
* You can have any number of case statements within a switch. Each case is followed by the value to be compared to and a colon.
* The value for a case must be the same data type as the variable in the switch and it must be a constant or a literal.
* When the variable being switched on is equal to a case, the statements following that case will execute until a *break* statement is reached.
* When a *break* statement is reached, the switch terminates, and the flow of control jumps to the next line following the switch statement.
* Not every case needs to contain a break. If no break appears, the flow of control will *fall through*to subsequent cases until a break is reached.
* A *switch* statement can have an optional default case, which must appear at the end of the switch. The default case can be used for performing a task when none of the cases is true. No break is needed in the default case.

**Nested switch Statements**

You can use a **switch** as part of the statement sequence of an outer **switch**. This is called a

*nested* **switch**. Since a **switch** statement defines its own block, no conflicts arise between the

**case** constants in the inner **switch** and those in the outer **switch**. For example, the following

fragment is perfectly valid:

switch(count) {

case 1:

switch(target) { // nested switch

case 0:

System.out.println("target is zero");

break;

case 1: // no conflicts with outer switch

System.out.println("target is one");

break;

}

break;

case 2: // ...

Here, the **case 1:** statement in the inner switch does not conflict with the **case 1:** statement

in the outer switch. The **count** variable is compared only with the list of cases at the outer

level. If **count** is 1, then **target** is compared with the inner list cases.

**2. Iteration Statements**

Java’s iteration statements are **for**, **while**, and **do-while**. These statements create what we

commonly call *loops*. As you probably know, a loop repeatedly executes the same set of

instructions until a termination condition is met. As you will see, Java has a loop to fit any

programming need.

**i) For Loop**

The **for** loop operates as follows. When the loop first starts, the *initialization* portion of the loop is executed. Generally, this is an expression that sets the value of the *loop control variable*, which acts as a counter that controls the loop. It is important to understand that the initialization expression is executed only once. Next, *condition* is evaluated. This must be a Boolean expression.

It usually tests the loop control variable against a target value. If this expression is true, then the

body of the loop is executed. If it is false, the loop terminates. Next, the *iteration* portion of the

loop is executed. This is usually an expression that increments or decrements the loop control

variable. The loop then iterates, first evaluating the conditional expression, then executing the

body of the loop, and then executing the iteration expression with each pass. This process

repeats until the controlling expression is false.

**Using the Comma**

There will be times when you will want to include more than one statement in the

initialization and iteration portions of the **for** loop. For example, consider the loop in

the following program:

class Sample {

public static void main(String args[]) {

int a, b;

b = 4;

for(a=1; a<b; a++) {

System.out.println("a = " + a);

System.out.println("b = " + b);

b--;

}

}

}

As you can see, the loop is controlled by the interaction of two variables. Since the loop is

governed by two variables, it would be useful if both could be included in the **for** statement,

itself, instead of **b** being handled manually. Fortunately, Java provides a way to accomplish

this. To allow two or more variables to control a **for** loop, Java permits you to include

multiple statements in both the initialization and iteration portions of the **for**. Each

statement is separated from the next by a comma.

Using the comma, the preceding **for** loop can be more efficiently coded, as shown here:

// Using the comma.

class Comma {

public static void main(String args[]) {

int a, b;

for(a=1, b=4; a<b; a++, b--) {

System.out.println("a = " + a);

System.out.println("b = " + b);

}

}

}

In this example, the initialization portion sets the values of both **a** and **b**. The two commaseparated

statements in the iteration portion are executed each time the loop repeats. The

program generates the following output:

a = 1

b = 4

a = 2

b = 3

The while Loop

Another of Java’s loops is the **while**. The general form of the **while** loop is

while(*condition*) *statement*;

where *statement* may be a single statement or a block of statements, and *condition* defines the

condition that controls the loop, and it may be any valid Boolean expression. The loop repeats

while the condition is true. When the condition becomes false, program control passes to the

line immediately following the loop.

Here is a simple example in which a **while** is used to print the alphabet:

// Demonstrate the while loop.

class WhileDemo {

public static void main(String args[]) {

char ch;

// print the alphabet using a while loop

ch = 'a';

while(ch <= 'z') {

System.out.print(ch);

ch++;

}

}

}

Here, **ch** is initialized to the letter a. Each time through the loop, **ch** is output and then

incremented. This process continues until **ch** is greater than z.

As with the **for** loop, the **while** checks the conditional expression at the top of the loop,

which means that the loop code may not execute at all. This eliminates the need for performing

a separate test before the loop. The following program illustrates this characteristic of the

**while** loop. It computes the integer powers of 2, from 0 to 9.

// Compute integer powers of 2.

class Power {

public static void main(String args[]) {

int e;

int result;

for(int i=0; i < 10; i++) {

result = 1;

e = i;

while(e > 0) {

result \*= 2;

e--;

}

System.out.println("2 to the " + i +

" power is " + result);

}

}

}

The output from the program is shown here:

2 to the 0 power is 1

2 to the 1 power is 2

2 to the 2 power is 4

2 to the 3 power is 8

2 to the 4 power is 16

2 to the 5 power is 32

2 to the 6 power is 64

2 to the 7 power is 128

2 to the 8 power is 256

2 to the 9 power is 512

***do...while* Loops**

The do loop is just like a while loop, except that do executes a given statement or block until a

condition is false. The main difference is that while loops test the condition before looping,

making it possible that the body of the loop will never execute if the condition is false the first

time it’s tested. do loops run the body of the loop at least once before testing the condition. do

loops look like this:

do {

bodyOfLoop;

} while (condition);

Here, the bodyOfLoop part is the statements that are executed with each iteration. It’s shown here

with a block statement because it’s most commonly used that way, but you can substitute the

braces for a single statement as you can with the other control-flow constructs. The condition

is a boolean test. If it returns true, the loop is run again. If it returns false, the loop exits. Keep

in mind that with do loops, the body of the loop executes at least once.

Here’s a simple example of a do loop that prints a message each time the loop iterates:

int x = 1;

do {

System.out.println(“Looping, round “ + x);

x++;

} while (x <= 10);

Here’s the output of these statements:

Looping, round 1

Looping, round 2

Looping, round 3

Looping, round 4

Looping, round 5

Looping, round 6

Looping, round 7

Looping, round 8

Looping, round 9

Looping, round 10

**3.** **Jump Statements**

The **break** statement in Java programming language has the following two usages −

* When the **break** statement is encountered inside a loop, the loop is immediately terminated and the program control resumes at the next statement following the loop.
* It can be used to terminate a case in the **switch** statement (covered in the next chapter).

## Syntax

The syntax of a break is a single statement inside any loop −

break;

## Example

public class Test {

public static void main(String args[]) {

int [] numbers = {10, 20, 30, 40, 50};

for(int x : numbers ) {

if( x == 30 ) {

break;

}

System.out.print( x );

System.out.print("\n");

}

}

}

This will produce the following result −

## Output

10

20

**Continue Statement**

The **continue** keyword can be used in any of the loop control structures. It causes the loop to immediately jump to the next iteration of the loop.

* In a for loop, the continue keyword causes control to immediately jump to the update statement.
* In a while loop or do/while loop, control immediately jumps to the Boolean expression.

## Syntax

The syntax of a continue is a single statement inside any loop −

continue;

## Example

public class Test {

public static void main(String args[]) {

int [] numbers = {10, 20, 30, 40, 50};

for(int x : numbers ) {

if( x == 30 ) {

continue;

}

System.out.print( x );

System.out.print("\n");

}

}

}

This will produce the following result −

## Output

10

20

40

50

AJavamethod is a collection of statements that are grouped together to perform an operation. When you

call the System.out.println method, for example, the system actually executes several statements in order to display

a message on the console.

Now you will learn how to create your own methods with or without return values, invoke a method with or without

parameters, overload methods using the same names, and apply method abstraction in the program design.

Creating

a

Method:

In general, a method has the following syntax:

modifier returnValueType methodName(list of parameters){

// Method body;

}

A method definition consists of a method header and a method body. Here are all the parts of a method:

**Modifiers:** The modifier, which is optional, tells the compiler how to call the method. This defines the access

type of the method.

**Return Type:** A method may return a value. The returnValueType is the data type of the value the method

returns. Some methods perform the desired operations without returning a value. In this case, the

returnValueType is the keyword **void**.

**Method Name:** This is the actual name of the method. The method name and the parameter list together

constitute the method signature.

**Parameters:** A parameter is like a placeholder. When a method is invoked, you pass a value to the

parameter. This value is referred to as actual parameter or argument. The parameter list refers to the type,

order, and number of the parameters of a method. Parameters are optional; that is, a method may contain no

parameters.

**Method Body:** The method body contains a collection of statements that define what the method does.

Example:

Here is the source code of the above defined method called max(). This method takes two parameters num1 and

num2 and returns the maximum between the two:

/\*\* Return the max between two numbers \*/

public static int max(int num1,int num2){

int result;

if(num1 > num2)

result = num1;

else

result = num2;

return result;

}

Calling

a

Method:

In creating a method, you give a definition of what the method is to do. To use a method, you have to call or invoke

it. There are two ways to call a method; the choice is based on whether the method returns a value or not.

When a program calls a method, program control is transferred to the called method. A called method returns

control to the caller when its return statement is executed or when its method-ending closing brace is reached.

If the method returns a value, a call to the method is usually treated as a value. For example:

int larger = max(30,40);

If the method returns void, a call to the method must be a statement. For example, the method println returns void.

The following call is a statement:

System.out.println("Welcome to Java!");

Example:

Following is the example to demonstrate how to define a method and how to call it:

public class TestMax{

/\*\* Main method \*/

public static void main(String[] args){

int i =5;

int j =2;

int k = max(i, j);

System.out.println("The maximum between "+ i +

" and "+ j +" is "+ k);

}

/\*\* Return the max between two numbers \*/

public static int max(int num1,int num2){

int result;

if(num1 > num2)

result = num1;

else

result = num2;

return result;

}

}

This would produce the following result:

The maximum between 5and2is5

This program contains the main method and the max method. The main method is just like any other method except

that it is invoked by the JVM.

The main method's header is always the same, like the one in this example, with the modifiers public and static,

return value type void, method name main, and a parameter of the String[] type. String[] indicates that the parameter

is an array of String**.**

Passing

Parameters

by

Values:

When calling a method, you need to provide arguments, which must be given in the same order as their respective

parameters in the method specification. This is known as parameter order association.

For example, the following method prints a message n times:

public static void nPrintln(String message,int n){

for(int i =0; i < n; i++)

System.out.println(message);

}

Here, you can use nPrintln("Hello", 3) to print "Hello" three times. The nPrintln("Hello", 3) statement passes the

actual string parameter, "Hello", to the parameter, message; passes 3 to n; and prints "Hello" three times. However,

the statement nPrintln(3, "Hello") would be wrong.

When you invoke a method with a parameter, the value of the argument is passed to the parameter. This is referred

to as pass-by-value. If the argument is a variable rather than a literal value, the value of the variable is passed to the

parameter. The variable is not affected, regardless of the changes made to the parameter inside the method.

For simplicity, Java programmers often say passing an argument x to a parameter y, which actually means passing

the value of x to y.

Example:

Following is a program that demonstrates the effect of passing by value. The program creates a method for

swapping two variables. The swap method is invoked by passing two arguments. Interestingly, the values of the

arguments are not changed after the method is invoked.

public class TestPassByValue{

public static void main(String[] args){

int num1 =1;

int num2 =2;

System.out.println("Before swap method, num1 is "+num1 +" and num2 is "+ num2);

// Invoke the swap method

swap(num1, num2);

System.out.println("After swap method, num1 is "+num1 +" and num2 is "+ num2);

}

/\*\* Method to swap two variables \*/

public static void swap(int n1,int n2){

System.out.println("\tInside the swap method");

System.out.println("\t\tBefore swapping n1 is "+ n1+" n2 is "+ n2);

// Swap n1 with n2

int temp = n1;

n1 = n2;

n2 = temp;

System.out.println("\t\tAfter swapping n1 is "+ n1+" n2 is "+ n2);

}

}

This would produce the following result:

Before swap method, num1 is1and num2 is2

Inside the swap method

Before swapping n1 is1 n2 is2

After swapping n1 is2 n2 is1

After swap method, num1 is1and num2 is2

Overloading

Methods:

The max method that was used earlier works only with the int data type. But what if you need to find which of two

floating-point numbers has the maximum value? The solution is to create another method with the same name but

different parameters, as shown in the following code:

public static double max(double num1,double num2){

if(num1 > num2)

return num1;

else

return num2;

}

If you call max with int parameters, the max method that expects int parameters will be invoked; if you call max with

double parameters, the max method that expects double parameters will be invoked. This is referred to as **method**

**overloading**; that is, two methods have the same name but different parameter lists within one class.

The Java compiler determines which method is used based on the method signature. Overloading methods can

make programs clearer and more readable. Methods that perform closely related tasks should be given the same

name.

Overloaded methods must have different parameter lists. You cannot overload methods based on different modifiers

or return types. Sometimes there are two or more possible matches for an invocation of a method due to similar

method signature, so the compiler cannot determine the most specific match. This is referred to as ambiguous

invocation**.**

The

finalize(

)

Method:

It is possible to define a method that will be called just before an object's final destruction by the garbage collector.

This method is called **finalize( )**, and it can be used to ensure that an object terminates cleanly.

For example, you might use finalize( ) to make sure that an open file owned by that object is closed.

To add a finalizer to a class, you simply define the finalize( ) method. The Java runtime calls that method whenever

it is about to recycle an object of that class.

Inside the finalize( ) method, you will specify those actions that must be performed before an object is destroyed.

The finalize( ) method has this general form:

protected void finalize()

{

// finalization code here

}

Here, the keyword protected is a specifier that prevents access to finalize( ) by code defined outside its class.

This means that you cannot know whenor even iffinalize( ) will be executed. For example, if your program ends

before garbage collection occurs, finalize( ) will not execute.

**Constructors**

**Constructor in java** is a *special type of method* that is used to initialize the object. This can also be called creating an instance. Java constructor is *invoked at the time of object creation*. It constructs the values i.e. provides data for the object that is why it is known as constructor.

### The constructor return any value that is current class instance. One cannot use return type yet it returns a value. The constructor can perform other tasks instead of initialization, like object creation, starting a thread, calling method etc. You can perform any operation in the constructor as you perform in the method.

Rules for creating java constructor

### Constructor name must be same as its class name

### Constructor is invoked implicitly.

### Constructor must have no explicit return type

### The java compiler provides a default constructor if you don't have any constructor

**Types of java constructors**

There are two types of constructors:

1. Default constructor (no-arg constructor)
2. Parameterized constructor
3. **Default constructor:**

A constructor that have no parameter is known as default constructor.

If you do not define any constructor in your class, java generates one for you by default. This constructor is known as default constructor. You would not find it in your source code but it would present there.

Default constructor provides the default values to the object like 0, null etc. depending on the type.

**Syntax:**

<class\_name>()

{

}

Example:

class Constru{

Bike1()

{

System.out.println("Default constructor is created");

}

public static void main(String args[])

{

Bike1 b=new Bike1();

}

}

Output:

Default constructor is created

**Parameterized constructor**

A constructor that have parameters is known as parameterized constructor.

Parameterized constructor is used to provide different values to the distinct objects.

class Example2

{

private int var;

public Example2(int num)

{

//code for parameterized one

var = num;

}

public int getValue()

{

return var;

}

public static void main(String args[])

{

Example2 obj2 = new Example2(10);

System.out.println("var is: "+obj2.getValue());

}

}

Output:

var is: 10

## Constructor Overloading in Java

|  |
| --- |
| Constructor overloading is a technique in Java in which a class can have any number of constructors that differ in parameter lists.The compiler differentiates these constructors by taking into account the number of parameters in the list and their type. |

### Example of Constructor Overloading

class Student5{

    int id;

    String name;

    int age;

    Student5(int i,String n){

    id = i;

    name = n;

    }

    Student5(int i,String n,int a){

    id = i;

    name = n;

    age=a;

    }

    void display(){System.out.println(id+" "+name+" "+age);

}

      public static void main(String args[]){

    Student5 s1 = new Student5(111,"Karan");

    Student5 s2 = new Student5(222,"Aryan",25);

    s1.display();

    s2.display();

   }

}

Output:

111 Karan 0

222 Aryan 25

## Difference between constructor and method in java

There are many differences between constructors and methods. They are given below.

|  |  |
| --- | --- |
| **Java Constructor** | **Java Method** |
| Constructor is used to initialize the state of an object. | Method is used to expose behaviour of an object. |
| Constructor must not have return type. | Method must have return type. |
| Constructor is invoked implicitly. | Method is invoked explicitly. |
| The java compiler provides a default constructor if you don't have any constructor. | Method is not provided by compiler in any case. |
| Constructor name must be same as the class name. | Method name may or may not be same as class name. |

## Static Keyword

The **static keyword** in java is used for memory management mainly. We can apply java static keyword with variables, methods, blocks and nested class. The static keyword belongs to the class than instance of the class.

The static can be:

1. variable (also known as class variable)
2. method (also known as class method)
3. block
4. nested class

## 1) Java static variable

If you declare any variable as static, it is known static variable.

* The static variable can be used to refer the common property of all objects e.g. company name of employees, college name of students etc.
* The static variable gets memory only once in class area at the time of class loading.

class Student8{

   int rollno;

   String name;

   static String college ="ITS";

   Student8(int r,String n){

   rollno = r;

   name = n;

   }

 void display (){System.out.println(rollno+" "+name+" "+college);}

 public static void main(String args[]){

 Student8 s1 = new Student8(111,"Karan");

 Student8 s2 = new Student8(222,"Aryan");

 s1.display();

 s2.display();

 }

}

Output:

111 Karan ITS

222 Aryan ITS

### // Program of counter by static variable

|  |
| --- |
| As we have mentioned above, static variable will get the memory only once, if any object changes the value of the static variable, it will retain its value. |

class Counter2{

static int count=0;//will get memory only once and retain its value

Counter2(){

count++;

System.out.println(count);

}

  public static void main(String args[]){

Counter2 c1=new Counter2();

Counter2 c2=new Counter2();

Counter2 c3=new Counter2();

   }

}

Output:1

2

3

## 2) Java static method

If you apply static keyword with any method, it is known as static method.

* A static method belongs to the class rather than object of a class.
* A static method can be invoked without the need for creating an instance of a class.
* static method can access static data member and can change the value of it.

**Restrictions for static method**

|  |
| --- |
| 1. The static method can not use non static data member or call non-static method directly. 2. this and super cannot be used in static context.  2) Java static method If you apply static keyword with any method, it is known as static method.   * A static method belongs to the class rather than object of a class. * A static method can be invoked without the need for creating an instance of a class. * static method can access static data member and can change the value of it.  Example of static method //Program of changing the common property of all objects(static field).    class Student9{       int rollno;       String name;       static String college = "ITS";         static void change(){       college = "BBDIT";       }       Student9(int r, String n){       rollno = r;       name = n;       }      void display (){System.out.println(rollno+" "+name+" "+college);}       public static void main(String args[]){      Student9.change();       Student9 s1 = new Student9 (111,"Karan");      Student9 s2 = new Student9 (222,"Aryan");      Student9 s3 = new Student9 (333,"Sonoo");       s1.display();      s2.display();      s3.display();      }  }  Output:111 Karan BBDIT  222 Aryan BBDIT  333 Sonoo BBDIT 3) Java static block  * Is used to initialize the static data member. * It is executed before main method at the time of classloading. |

### Example of static block

class A2{

  static{System.out.println("static block is invoked");}

  public static void main(String args[]){

   System.out.println("Hello main");

  }

}

Output:static block is invoked

Hello main

**Arrays**

An *array* is a group of like-typed variables that are referred to by a common name. Arrays of any type can be created and may have one or more dimensions. A specific element in an array is accessed by its index. Arrays offer a convenient means of grouping related information.
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### Advantage of Java Array

* **Code Optimization:** It makes the code optimized, we can retrieve or sort the data easily.
* **Random access:** We can get any data located at any index position.

**One-Dimensional Arrays**

A *one-dimensional array* is, essentially, a list of like-typed variables. To create an array, you first must create an array variable of the desired type.

**Syntax:**

*type var-name*[ ];

For example,

String students\_name[];

The above declares an array named **students\_name** with the type “array of String”.

### Example of single dimensional java array

Let's see the simple example of java array, where we are going to declare, instantiate, initialize and traverse an array.

class Testarray{

public static void main(String args[]){

int a[]=new int[5];//declaration and instantiation

a[0]=10;//initialization

a[1]=20;

a[2]=70;

a[3]=40;

a[4]=50;

//printing array

for(int i=0;i<a.length;i++)//length is the property of array

System.out.println(a[i]);

}}

Output: 10

20

70

40

50

**Multidimensional Arrays**

In Java, *multidimensional arrays* are actually arrays of arrays. These, as you might expect, look

and act like regular multidimensional arrays. However, as you will see, there are a couple

of subtle differences. To declare a multidimensional array variable, specify each additional

index using another set of square brackets. For example, the following declares a twodimensional

array variable called **twoD**:

int twoD[][] = new int[4][5];

This allocates a 4 by 5 array and assigns it to **twoD**. Internally, this matrix is implemented as

an *array* of *arrays* of **int**.

The following program numbers each element in the array from left to right, top to

bottom, and then displays these values:

// Demonstrate a two-dimensional array.

class TwoDArray {

public static void main(String args[]) {

int twoD[][]= new int[4][5];

int i, j, k = 0;

for(i=0; i<4; i++)

for(j=0; j<5; j++) {

twoD[i][j] = k;

k++;

}

for(i=0; i<4; i++) {

for(j=0; j<5; j++)

System.out.print(twoD[i][j] + " ");

System.out.println();

}

}

}

This program generates the following output:

0 1 2 3 4

5 6 7 8 9

10 11 12 13 14

15 16 17 18 19

### Addition of 2 matrices in java

Let's see a simple example that adds two matrices.

class Testarray5{

public static void main(String args[]){

//creating two matrices

int a[][]={{1,3,4},{3,4,5}};

int b[][]={{1,3,4},{3,4,5}};

//creating another matrix to store the sum of two matrices

int c[][]=new int[2][3];

//adding and printing addition of 2 matrices

for(int i=0;i<2;i++){

for(int j=0;j<3;j++){

c[i][j]=a[i][j]+b[i][j];

System.out.print(c[i][j]+" ");

}

System.out.println();//new line

}

}}

Output:2 6 8

6 8 10

The

foreach

Loops:

JDK 1.5 introduced a new for loop known as foreach loop or enhanced for loop, which enables you to traverse the

complete array sequentially without using an index variable.

Example:

The following code displays all the elements in the array myList:

public class TestArray{

public static void main(String[] args){

double[] myList ={1.9,2.9,3.4,3.5};

// Print all the array elements

for(double element: myList){

System.out.println(element);

}

}

}

This would produce the following result:

1.9

2.9

3.4

3.5

# Object-Oriented Programming Concepts

If you've never used an object-oriented programming language before, you'll need to learn a few basic concepts before you can begin writing any code. This lesson will introduce you to objects, classes, inheritance, interfaces, and packages. Each discussion focuses on how these concepts relate to the real world, while simultaneously providing an introduction to the syntax of the Java programming language.

## [What Is an Object?](https://docs.oracle.com/javase/tutorial/java/concepts/object.html)

An object is a software bundle of related state and behavior. Software objects are often used to model the real-world objects that you find in everyday life. This lesson explains how state and behavior are represented within an object, introduces the concept of data encapsulation, and explains the benefits of designing your software in this manner.

## [What Is a Class?](https://docs.oracle.com/javase/tutorial/java/concepts/class.html)

A class is a blueprint or prototype from which objects are created. This section defines a class that models the state and behavior of a real-world object. It intentionally focuses on the basics, showing how even a simple class can cleanly model state and behavior.

## [What Is Inheritance?](https://docs.oracle.com/javase/tutorial/java/concepts/inheritance.html)

Inheritance provides a powerful and natural mechanism for organizing and structuring your software. This section explains how classes inherit state and behavior from their superclasses, and explains how to derive one class from another using the simple syntax provided by the Java programming language.

## [What Is an Interface?](https://docs.oracle.com/javase/tutorial/java/concepts/interface.html)

An interface is a contract between a class and the outside world. When a class implements an interface, it promises to provide the behavior published by that interface. This section defines a simple interface and explains the necessary changes for any class that implements it.

## [What Is a Package?](https://docs.oracle.com/javase/tutorial/java/concepts/package.html)

A package is a namespace for organizing classes and interfaces in a logical manner. Placing your code into packages makes large software projects easier to manage. This section explains why this is useful, and introduces you to the Application Programming Interface (API) provided by the Java platform.

**Class:**

The class forms the basis for object-oriented programming in Java.

Any concept you wish to implement in a Java program must be encapsulated within a class.

A class is that it defines a new data type. Once defined, this new type can be used to create objects of that type.

Thus, a class is a *template* for an object, and an object is an *instance* of a class.

**Syntax:**

class *classname* {

*type instance-variable1;*

**1. Inheritance**

**Inheritance** is one of the feature of Object-Oriented Programming ([OOPs](http://beginnersbook.com/2013/04/oops-concepts/)).

**Inheritance in java** is a mechanism in which one object acquires all the properties and behaviors of parent object.

It allows the creation of hierarchical classifications.

The class which inherits the properties of other is known as subclass (derived class, child class) and the class whose properties are inherited is known as superclass (base class, parent class).

Inheritance is a [compile-time](http://beginnersbook.com/2013/04/runtime-compile-time-polymorphism/) mechanism. A super-class can have any number of subclasses. But a subclass can have only one superclass. This is because Java does not support multiple inheritance.

Advantage of inheritance is that once you have created a superclass that defines the attributes common to a set of objects, it can be used to create any number of more specific subclasses.

The **extends keyword** indicates that you are making a new class that derives from an existing class.

**Syntax**

class Super {

.....

.....

}

class Sub extends Super {

.....

.....

}

**Access Modifiers in JAVA**

The derived class inherits all the members and methods that are declared as public or protected. If declared as private it can not be inherited by the derived classes. The private members can be accessed only in its own class. The private members can be accessed through assessor methods as shown in the example below. The derived class cannot inherit a member of the base class if the derived class declares another member with the same name.

## Types of inheritance in java

On the basis of class, there can be three types of inheritance in java: single, multilevel and hierarchical.

**1. Single Inheritance**

**Single inheritance** is Very easy to understand. When a class extends another one class only then we call it a single inheritance. The below flow diagram shows that class B extends only one class which is A. Here A is a **parent class** of B and B would be a **child class** of A.

![http://beginnersbook.com/wp-content/uploads/2013/05/Single-Inheritance.png](data:image/png;base64,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)

### 2. Multilevel Inheritance

**Multilevel inheritance** refers to a mechanism in OO technology where one can inherit from a derived class, thereby making this derived class the base class for the new class. As you can see in below flow diagram C is subclass or child class of B and B is a child class of A.
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### 3. Hierarchical Inheritance

In such kind of inheritance one class is inherited by many **sub classes**. In below example class B,C and D **inherits** the same class A. A is **parent class (or base class)** of B,C & D.
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### 4. Multiple Inheritance

“**Multiple Inheritance**” refers to the concept of one class extending (Or inherits) more than one base class. The inheritance we learnt earlier had the concept of one base class or parent. The problem with “multiple inheritance” is that the derived class will have to manage the dependency on two base classes. Using multiple inheritance often leads to problems in the hierarchy. This results in unwanted complexity when further extending the class.
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Note : Most of the new OO languages like **Small Talk, Java, C# do not support Multiple inheritance**. Multiple Inheritance is supported in C++.

### 5. Hybrid Inheritance

In simple terms you can say that Hybrid inheritance is a combination of **Single, Hierarchical** and **Multiple inheritance.** A typical flow diagram would look like below. A hybrid inheritance can be achieved in the java in a same way as multiple inheritance ! Using interfaces. By using **interfaces** you can have multiple as well as **hybrid inheritance** in Java.
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# this keyword

There can be a lot of usage of **java this keyword**. In java, this is a **reference variable** that refers to the current object.

## Usage of java this keyword

Here is given the 6 usage of java this keyword.

1. this keyword can be used to refer current class instance variable.
2. this() can be used to invoke current class constructor.
3. this keyword can be used to invoke current class method (implicitly)
4. this can be passed as an argument in the method call.
5. this can be passed as argument in the constructor call.
6. this keyword can also be used to return the current class instance.

**1) The this keyword can be used to refer current class instance variable.**

|  |
| --- |
| If there is ambiguity between the instance variable and parameter, this keyword resolves the problem of ambiguity. |

//example of this keyword

class Student11{

    int id;

    String name;

    Student11(int id,String name){

    this.id = id;

    this.name = name;

    }

    void display(){System.out.println(id+" "+name);}

    public static void main(String args[]){

    Student11 s1 = new Student11(111,"Karan");

    Student11 s2 = new Student11(222,"Aryan");

    s1.display();

    s2.display();

}

}

//example of this keyword

class Student11{

    int id;

    String name;

    Student11(int id,String name){

    this.id = id;

    this.name = name;

    }

    void display(){System.out.println(id+" "+name);}

    public static void main(String args[]){

    Student11 s1 = new Student11(111,"Karan");

    Student11 s2 = new Student11(222,"Aryan");

    s1.display();

    s2.display();

}

}

Output111 Karan

222 Aryan

### this() can be used to invoked current class constructor.

The this() constructor call can be used to invoke the current class constructor (constructor chaining). This approach is better if you have many constructors in the class and want to reuse that constructor.

//Program of this() constructor call (constructor chaining)

class Student13{

    int id;

    String name;

    Student13(){System.out.println("default constructor is invoked");}

    Student13(int id,String name){

    this ();//it is used to invoked current class constructor.

    this.id = id;

    this.name = name;

    }

    void display(){System.out.println(id+" "+name);}

    public static void main(String args[]){

    Student13 e1 = new Student13(111,"karan");

    Student13 e2 = new Student13(222,"Aryan");

    e1.display();

    e2.display();

   }

}

Output:

default constructor is invoked

default constructor is invoked

111 Karan

222 Aryan

### The this keyword can be used to invoke current class method (implicitly).

You may invoke the method of the current class by using the this keyword. If you don't use the this keyword, compiler automatically adds this keyword while invoking the method.

class S{

  void m(){

  System.out.println("method is invoked");

  }

  void n(){

  this.m();//no need because compiler does it for you.

  }

  void p(){

  n();//complier will add this to invoke n() method as this.n()

  }

  public static void main(String args[]){

  S s1 = new S();

  s1.p();

  }

}

class S{

  void m(){

  System.out.println("method is invoked");

  }

  void n(){

  this.m();//no need because compiler does it for you.

  }

  void p(){

  n();//complier will add this to invoke n() method as this.n()

  }

  public static void main(String args[]){

  S s1 = new S();

  s1.p();

  }

}

Output:method is invoked

# Super keyword in java

The **super** keyword in java is a reference variable that is used to refer immediate parent class object. Whenever you create the instance of subclass, an instance of parent class is created implicitly i.e. referred by super reference variable.

## Usage of java super Keyword

1. super is used to refer immediate parent class instance variable.
2. super() is used to invoke immediate parent class constructor.
3. super is used to invoke immediate parent class method.

super is used to refer immediate parent class instance variable.

//example of super keyword

class Vehicle{

  int speed=50;

}

class Bike4 extends Vehicle{

  int speed=100;

  void display(){

   System.out.println(super.speed);//will print speed of Vehicle now

  }

  public static void main(String args[]){

   Bike4 b=new Bike4();

   b.display();

}

}

Output:50

## 2) super is used to invoke parent class constructor.

|  |
| --- |
| The super keyword can also be used to invoke the parent class constructor as given below: |

class Vehicle{

  Vehicle(){System.out.println("Vehicle is created");}

}

class Bike5 extends Vehicle{

  Bike5(){

   super();//will invoke parent class constructor

   System.out.println("Bike is created");

  }

  public static void main(String args[]){

   Bike5 b=new Bike5();

}

}

Output:Vehicle is created

Bike is created

## 3) super can be used to invoke parent class method

|  |
| --- |
| The super keyword can also be used to invoke parent class method. It should be used in case subclass contains the same method as parent class as in the example given below: |

class Person{

void message(){System.out.println("welcome");}

}

class Student16 extends Person{

void message(){System.out.println("welcome to java");}

void display(){

message();//will invoke current class message() method

super.message();//will invoke parent class message() method

}

public static void main(String args[]){

Student16 s=new Student16();

s.display();

}

}

Output:welcome to java

Welcome

|  |
| --- |
| In the above example Student and Person both classes have message() method if we call message() method from Student class, it will call the message() method of Student class not of Person class because priority is given to local. |

**Interfaces**

An **interface in java** is a blueprint of a class. It has static, constants and abstract methods only.

The interface in java is **a mechanism to achieve fully abstraction**. There can be only abstract methods in the java interface not method body. It is used to achieve fully abstraction and multiple inheritance in Java.

Java Interface also **represents IS-A relationship**.

It cannot be instantiated just like abstract class.

[abstract class](http://beginnersbook.com/2013/05/java-abstract-class-method/) is used to achieve partial abstraction(hiding irrelevant details from user). But the interfaces are used for achieving full abstraction.

#### The java compiler adds public and abstract keywords before the interface method and public, static and final keywords before data members.

An interface is similar to a class in the following ways −

* An interface can contain any number of methods.
* An interface is written in a file with a **.java** extension, with the name of the interface matching the name of the file.
* The byte code of an interface appears in a **.class** file.
* Interfaces appear in packages, and their corresponding bytecode file must be in a directory structure that matches the package name.

However, an interface is different from a class in several ways, including −

* You cannot instantiate an interface.
* An interface does not contain any constructors.
* All of the methods in an interface are abstract.
* An interface cannot contain instance fields. The only fields that can appear in an interface must be declared both static and final.
* An interface is not extended by a class; it is implemented by a class.
* An interface can extend multiple interfaces.

Implementing an interface allows a class to become more formal about the behavior it promises to provide. Interfaces form a contract between the class and the outside world, and this contract is enforced at build time by the compiler. If your class claims to implement an interface, all methods defined by that interface must appear in its source code before the class will successfully compile.

In this post we will discuss **difference between Abstract Class and Interface in Java with examples.**

|  |  |  |
| --- | --- | --- |
|  | **abstract Classes** | **Interfaces** |
| 1 | abstract class can extend only one class or one abstract class at a time | interface can extend any number of interfaces at a time |
| 2 | abstract  class  can extend from a class or from an abstract class | interface can extend only from an interface |
| 3 | abstract  class  can  have  both  abstract and concrete methods | interface can  have only abstract methods |
| 4 | A class can extend only one abstract class | A class can implement any number of interfaces |
| 5 | In abstract class keyword ‘abstract’ is mandatory to declare a method as an abstract | In an interface keyword ‘abstract’ is optional to declare a method as an abstract |
| 6 | abstract  class can have  protected , public and public abstract methods | Interface can have only public abstract methods i.e. by default |
| 7 | abstract class can have  static, final  or static final  variable with any access specifier | interface  can  have only static final (constant) variable i.e. by default |

**Declaration**  
Interfaces are declared by specifying a keyword “interface”. E.g.:

interface MyInterface

{

/\* All the methods are public abstract by default

\* Note down that these methods are not having body

\*/

public void method1();

public void method2();

}